1. Mark the following statements as true or False.

**a. In a linked list, the order of the elements is determined by the order in which the nodes were created to store the elements.**

**Ans**: False

**b. In a linked list, memory allocated for the nodes is sequential.**

**Ans:** False

**c. A single linked list can be traversed in either direction.**

**Ans:** False

**d. In a linked list, nodes are always inserted either at the beginning or the end because a linked link is not a random access data structure.**

**Ans:** False

**e. The head pointer of a linked list cannot be used to traverse the list.**

**Ans**: False

Consider the linked list shown in Figure 5-35.
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Assume that the nodes are in the usual info-link form. Use this list to answer Exercises 2 through 7. If necessary, declare additional variables. (Assume that list, p, s, A, and B are

pointers of type nodeType.)

2. What is the output of each of the following C++ statements?

**a. cout << list->info;**

Ans:18

**b. cout << A->info;**

Ans: 32

**c. cout << B->link->info;**

Ans:25

**d. cout << list->link->link->info**

Ans:23

**3. What is the value of each of the following relational expressions?**

**a. list->info >= 18**

Ans:True

**b. list->link == A**

**Ans: True**

**c. A->link->info == 16**

Ans:False

**d. B->link == NULL**

Ans:False

**e. list->info == 18**

Ans:True

**4. Mark each of the following statements as valid or invalid. If a statement is**

**invalid, explain why.**

**a. A = B;**

Ans: Invalid

Because A is pointing towards a different pointer(18) and B is pointing towards a different pointer(87)

**b. list->link = A->link;**

Ans: Invalid

Because list->link is pointing towards value 32 and A->link is pointing towards 23

**c. list->link->info = 45;**

Ans: Invalid

Because **list->link->info** is pointing towards value 32

**d. \*list = B;**

Ans: The statement is valid

**e. \*A = \*B;**

Ans: Invalid

This statement is invalid. Because the address of A store in and the address of B stores in 5 node.

**f. B = A->link->info;**

Ans: Invalid

Because B containes value which is 87 and **B = A->link->info** contains value which is 16

**g. A->info = B->info;**

Ans: Invalid Because

A->info =32

B->info = 87

**h. list = B->link->link;**

Ans: Invalid

Because list node contains 87 value while **list = B->link->link** containes null value

**I. B = B->link->link->link;**

Ans: Invalid

Because **B** containes value 87 and **B->link->link->link** containes Null value

**5. Write C++ statements to do the following:**

**a. Make A point to the node containing info 23.**

Ans: A = A->link

**b. Make list point to the node containing 16.**

Ans: list = A->link->link

**c. Make B point to the last node in the list.**

Ans: B = B->link->link

**d. Make list point to an empty list.**

Ans: List = NULL;

**e. Set the value of the node containing 25 to 35.**

Ans:

Node \* newNode = new Node();

newNode->info = 35;

B->info = newNode;

newNode->link = Rptr;

**f. Create and insert the node with info 10 after the node pointed to by A.**

Node \* newNode = new Node();

newNode->info = 10;

while(list->info!=23){

Prev= list;

list= list->link;

}

Prev->link = newNode;

newNode->link = list;

**g. Delete the node with info 23. Also, deallocate the memory occupied**

**by this node.**

![](data:image/jpeg;base64,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)

Ans :

while(list->link->info!=23){

List = list->link;

}

List->link = list->link->link;

**6. What is the output of the following C++ code?**

Ans:

18 32 23 16 43 87 25 44

**7. If the following C++ code is valid, show the output. If it is invalid, explain**

**why.**

**a. s = A;**

**p = B;**

**s->info = B;**

**p = p->link;**

**cout << s->info << " " << p->info << endl;**

Ans:

87 25

P=A

**b. p = A;**

**p = p->link;**

**s = p;**

**p->link = NULL;**

**s = s->link;**

**cout << p->info << " " << s->info << endl;**

Ans:

The code is invalid.Because after line 4 executes, the P becomes null so the s becomes null That’s why output can’t be shown.

**8. Show what is produced by the following C++ code. Assume the node is in**

**the usual info-link form with the info of type int. (list and ptr are**

**pointers of type nodeType.)**

**a.**

**Output:**

10 17 13

**b.**

**output:**

30

42

20

28

**9. Consider the following C++ statements. (The class unorderedLinkedList**

**is as defined in this chapter.)**

**unorderedLinkedList<int> list;**

**list.insertFirst(15);**

**list.insertLast(28);**

**list.insertFirst(30);**

**list.insertFirst(2);**

**list.insertLast(45);**

**list.insertFirst(38);**

**list.insertLast(25);**

**list.deleteNode(30);**

**list.insertFirst(18);**

**list.deleteNode(28);**

**list.deleteNode(12);**

**list.print();**

**What is the output of this program segment?**

Ans:18 38 2 15 45 25

**10. Suppose the input is:**

**18 30 4 32 45 36 78 19 48 75 -999**

**What is the output of the following C++ code? (The class unorderedLinkedList**

**is as defined in this chapter.)**

unorderedLinkedList<int> list;

unorderedLinkedList<int> copyList;

int num;

cin >> num;

while (num != -999)

{

if (num % 5 == 0 || num % 5 == 3)

list.insertFirst(num);

else

list.insertLast(num);

cin >> num;

}

list.print();

cout << endl;

copyList = list;

copyList.deleteNode(78);

copyList.deleteNode(35);

cout << "Copy List = ";

copyList.print();

cout << endl;

Ans:

Copy list =75

48

45

39

16

4

32

36

19

**12 . Suppose that intList is a list container and intList = {3, 23, 23, 43, 56, 11, 11, 23, 25}**

**Show intList after the following statement executes: intList.unique();**

**Ans:** The output will be

intList = {3, 23, 43, 56, 11, 25}

**13 - Suppose that intList1 and intList2 are list containers and intList1 = {3, 58, 78, 85, 6, 15, 93, 98, 25} intList2 = {5, 24, 16, 11, 60, 9} Show intList1 after the following statement executes: intList1.splice(intList1.begin(), intList2);**

**Ans:**

Int list1 = {3,58,78,86,6,15,93,98,25,5,24,16,11,60,9}

**14. What is the output of the following program segment?**

list<int> intList;

ostream\_iterator<int> screen(cout, " ");

list<int>::iterator listIt;

intList.push\_back(5);

intList.push\_front(23);

intList.push\_front(45);

intList.pop\_back();

intList.push\_back(35);

intList.push\_front(0);

intList.push\_back(50);

intList.push\_front(34);

copy(intList.begin(), intList.end(), screen);

cout << endl;

listIt = intList.begin();

intList.insert(listIt,76);

++listIt;

++listIt;

intList.insert(listIt,38);

intList.pop\_back();

++listIt;

++listIt;

intList.erase(listIt);

intList.push\_front(2 \* intList.back());

intList.push\_back(3 \* intList.front());

copy(intList.begin(), intList.end(), screen);

cout << endl;

**Output:**

**70 76 34 0 38 45 23 0 35 210**